**ObjectAnimator**

[Анимация перемещения - translationX](http://developer.alexanderklimov.ru/android/animation/objectanimator.php#translate)  
[Сделаем кнопку прозрачной - alpha](http://developer.alexanderklimov.ru/android/animation/objectanimator.php#alpha)  
[Переворачиваем ListView - rotationY](http://developer.alexanderklimov.ru/android/animation/objectanimator.php#rotationy)  
[Переворачиваемся снова - rotationX](http://developer.alexanderklimov.ru/android/animation/objectanimator.php#rotationx)  
[С ног на голову - rotation](http://developer.alexanderklimov.ru/android/animation/objectanimator.php#rotation)  
[Изменяем фон - backgroundColor](http://developer.alexanderklimov.ru/android/animation/objectanimator.php#background)  
[Набор анимаций AnimatorSet](http://developer.alexanderklimov.ru/android/animation/objectanimator.php#animatorset)

В Android 3.0 появился новый класс **ObjectAnimator**.

Для анимации используются строковые значения, например, **"translationX"**. В Android 4.0 появилась возможность использовать константы класса **View**, которые работают быстрее, так как не используют рефлексию.

Вы можете использовать следующие значения **ALPHA, ROTATION, ROTATION\_X, ROTATION\_Y, SCALE\_X, SCALE\_Y, TRANSLATION\_X, TRANSLATION\_Y, TRANSLATION\_Z, X, Y, Z**.

Класс также содержит методы для управления длительностью анимацией и повторением.

ObjectAnimator scaleAnimator = ObjectAnimator.ofFloat(tvLabel, "scaleX", 1.0f, 2.0f);

scaleAnimator.**setDuration(3000)**; // 3 секунды

scaleAnimator.**setRepeatCount(ValueAnimator.INFINITE)**; // бесконечно

scaleAnimator.**setRepeatMode(ValueAnimator.REVERSE)**; // повторить анимацию в обратном порядке

scaleAnimator.start();

Поддерживаются интерполяторы:

animator.**setInterpolator(new BounceInterpolator())**;

Слушатель **AnimatorListenerAdapter** позволяет отслеживать состояния анимации с помощью методов **onAnimationStart()** и **onAnimationEnd()**.

Группа анимаций управляется через **AnimatorSet**.

Анимацию также можно задавать через XML. Обратите внимание, что для **ObjectAnimator** папка анимации называется **res/animator** вместо **res/anim**. Пример использования можно найти в статье [Управляй мечтой!](http://developer.alexanderklimov.ru/android/animation/steeryourdream.php) и ниже в этой статье.

Анимация перемещения - translationX

Класс **ObjectAnimator** позволяет работать с объектом без потери его функциональности. Покажу на примере анимации двух кнопок. Заставим первую кнопку переместиться на экране с помощью нового класса **ObjectAnimator**, а вторую кнопку переместим с помощью класса **TranslateAnimation**.

activity\_main.xml

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical" >

<Button

android:id="@+id/animatorbutton"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:onClick="onClick"

android:text="Первая кнопка" />

<Button

android:id="@+id/animationbutton"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:onClick="onClick"

android:text="Вторая кнопка" />

</LinearLayout>

Код не сложный.

package ru.alexanderklimov.testapp\_1098;

import android.animation.ObjectAnimator;

import android.app.Activity;

import android.os.Bundle;

import android.view.View;

import android.view.animation.Animation;

import android.view.animation.AnimationSet;

import android.view.animation.TranslateAnimation;

import android.widget.Button;

import android.widget.Toast;

public class TestAppActivity extends Activity {

/\*\* Called when the activity is first created. \*/

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.main);

Button animatorButton = (Button) findViewById(R.id.animatorbutton);

Button animationButton = (Button) findViewById(R.id.animationbutton);

// анимация для первой кнопки

ObjectAnimator objectAnimatorButton = ObjectAnimator.ofFloat(

animatorButton, "translationX", 0f, 400f);

objectAnimatorButton.setDuration(1000);

objectAnimatorButton.start();

// анимация для второй кнопки

AnimationSet animSetAnimationButton = new AnimationSet(true);

TranslateAnimation translateAnimAnimationButton = new TranslateAnimation(

Animation.RELATIVE\_TO\_SELF, 0, Animation.RELATIVE\_TO\_SELF, 1f,

Animation.RELATIVE\_TO\_SELF, 0, Animation.RELATIVE\_TO\_SELF, 0);

animSetAnimationButton.addAnimation(translateAnimAnimationButton);

animSetAnimationButton.setDuration(500);

animSetAnimationButton.setFillAfter(true);

animationButton.setAnimation(animSetAnimationButton);

}

public void onClick(View v) {

switch (v.getId()) {

case R.id.animatorbutton:

Toast.makeText(getApplicationContext(),

"Вы щелкнули на первой кнопке (Animator)",

Toast.LENGTH\_SHORT).show();

break;

case R.id.animationbutton:

Toast.makeText(getApplicationContext(),

"Вы щелкнули на второй кнопке (Animation)",

Toast.LENGTH\_SHORT).show();

break;

}

}

}

Когда вы запустите пример, то обе кнопки переместятся вправо, используя различные способы анимации. Теперь попробуйте щёлкнуть на этих кнопках. С первой кнопкой проблем не будет - при нажатии появится всплывающее сообщение. А вот вторая кнопка реагировать на нажатия не будет. Теперь попробуйте щелкнуть левее от второй кнопки на черном экране приложения - появится сообщение, что вы щёлкнули на второй кнопке! Магия! Получается, что система "видит" кнопку в том месте, которая была определена свойствами кнопки и никак не учитывает ёё перемещение в результате анимации **translate**. Таким образом вы наглядно видите разницу между двумя анимациями.

В примере использовалась программная реализация анимации **ObjectAnimator**, но также существует возможность использования XML-файла. Читайте документацию.

![ObjectAnimator](data:image/png;base64,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)

Для анимации мы использовали метод **ObjectAnimator.ofFloat()** и указали тип анимации в строковом параметре **translationX**, в последних параметрах мы указываем начальное и конечное значение для анимации.

Также есть родственный метод **ofInt()**, а типы анимаций могут быть самыми разными.

Сделаем кнопку прозрачной - alpha

Например, мы хотим сделать кнопку прозрачной:

public void onClick(View view) {

ObjectAnimator animator = ObjectAnimator.ofFloat(buttonSend, "alpha", 0);

animator.addListener(new AnimatorListenerAdapter() {

public void onAnimationEnd(Animator animation) {

buttonSend.setAlpha(1);

buttonSend.setVisibility(View.INVISIBLE);

}

});

animator.start();

}

// вернем видимость

public void onClick2(View view) {

buttonSend.setAlpha(0);

buttonSend.setVisibility(View.VISIBLE);

buttonSend.animate().alpha(1);

}

Можно обойтись без слушателя **AnimatorListenerAdapter**. Сделаем компонент **ImageView** наполовину прозрачным, используя метод **ofInt()**:

ObjectAnimator animator = ObjectAnimator.ofInt(mImageView, "alpha", 255, 128);

animator.setDuration(2000);

animator.start();

Можно указывать и промежуточные значения. Укажем три значения.

ObjectAnimator animator = ObjectAnimator.ofInt(mImageView, "alpha", 255, 128, 255);

Теперь анимация дойдёт до половины прозрачности и вернётся к полной непрозрачности. Таким образом можно создавать пульсирующие изображения.

Напишем ещё один метод для исчезновения Чеширского кота.

public void hideCat(View view) {

ImageView imageView = findViewById(R.id.imageView);

ObjectAnimator animator = ObjectAnimator.ofFloat(imageView, "alpha", 1.0f,

0.25f, 0.75f, 0.15f, 0.5f, 0.0f);

animator.setDuration(5000);

animator.start();

}

Мы указали тип анимации **alpha**, но при этом создали массив значений для переходных состояний. Поэтому картинка будет исчезать не плавно, а пульсируя.

К анимации можно применить [интерполятор](http://developer.alexanderklimov.ru/android/animation/interpolator.php) через метод **setInterpolator()**. По умолчанию используется **AccelerateDecelerateInterpolator**. Зададим свой:

animator.setInterpolator(new LinearInterpolator());

В Android 4.0 появилась более быстрая анимация через использование свойств компонента.

ObjectAnimator fadeAltAnimator = ObjectAnimator.ofFloat(image, **View.ALPHA**, 0, 1);

fadeAltAnimator.start();

Flip ListView - rotationY

В приложении API Demos есть есть пример анимации двух **ListView**, когда один список выводится на экран, а второй список невидим. При нажатии на кнопку происходит анимация переключения между двумя списками. Демонстрацию можно увидеть в эмуляторе в разделе **Animation/View Flip**.

Разметка

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:orientation="vertical"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent">

<Button

android:id="@+id/button"

android:text="Flip"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content" />

<ListView

android:id="@+id/list\_en"

android:layout\_width="match\_parent"

android:layout\_weight="1.0"

android:layout\_height="0dip"/>

<ListView

android:id="@+id/list\_fr"

android:layout\_width="match\_parent"

android:layout\_weight="1.0"

android:layout\_height="0dip"

android:visibility="gone"/>

</LinearLayout>

Код

package example.FlipViewExample;

import android.animation.Animator;

import android.animation.AnimatorListenerAdapter;

import android.animation.ObjectAnimator;

import android.app.Activity;

import android.os.Bundle;

import android.view.View;

import android.view.animation.AccelerateInterpolator;

import android.view.animation.DecelerateInterpolator;

import android.view.animation.Interpolator;

import android.widget.ArrayAdapter;

import android.widget.Button;

import android.widget.ListView;

public class FlipViewExamplebrush extends Activity {

private static final String[] LIST\_STRINGS\_EN = new String[] {

"One",

"Two",

"Three",

"Four",

"Five",

"Six"

};

private static final String[] LIST\_STRINGS\_FR = new String[] {

"Un",

"Deux",

"Trois",

"Quatre",

"Le Five",

"Six"

};

ListView mEnglishList;

ListView mFrenchList;

/\*\* Called when the activity is first created. \*/

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.main);

mEnglishList = (ListView) findViewById(R.id.list\_en);

mFrenchList = (ListView) findViewById(R.id.list\_fr);

// Prepare the ListView

final ArrayAdapter<String> adapterEn = new ArrayAdapter<String>(this,

android.R.layout.simple\_list\_item\_1, LIST\_STRINGS\_EN);

// Prepare the ListView

final ArrayAdapter<String> adapterFr = new ArrayAdapter<String>(this,

android.R.layout.simple\_list\_item\_1, LIST\_STRINGS\_FR);

mEnglishList.setAdapter(adapterEn);

mFrenchList.setAdapter(adapterFr);

mFrenchList.setRotationY(-90f);

Button starter = (Button) findViewById(R.id.button);

starter.setOnClickListener(new View.OnClickListener() {

public void onClick(View v) {

flipit();

}

});

}

private Interpolator accelerator = new AccelerateInterpolator();

private Interpolator decelerator = new DecelerateInterpolator();

private void flipit() {

final ListView visibleList;

final ListView invisibleList;

if (mEnglishList.getVisibility() == View.GONE) {

visibleList = mFrenchList;

invisibleList = mEnglishList;

} else {

invisibleList = mFrenchList;

visibleList = mEnglishList;

}

ObjectAnimator visToInvis = ObjectAnimator.ofFloat(visibleList, "rotationY", 0f, 90f);

visToInvis.setDuration(500);

visToInvis.setInterpolator(accelerator);

final ObjectAnimator invisToVis = ObjectAnimator.ofFloat(invisibleList, "rotationY",

-90f, 0f);

invisToVis.setDuration(500);

invisToVis.setInterpolator(decelerator);

visToInvis.addListener(new AnimatorListenerAdapter() {

@Override

public void onAnimationEnd(Animator anim) {

visibleList.setVisibility(View.GONE);

invisToVis.start();

invisibleList.setVisibility(View.VISIBLE);

}

});

visToInvis.start();

}

}

Упрощённый вариант с переворачиванием покажу на примере обычной кнопки. Не будем прибегать к вызовам анимации, а просто напишем одну строчку кода:

public void onClick(View v) {

final Button rotatingButton = (Button) findViewById(R.id.rotatingButton);

ObjectAnimator.ofFloat(rotatingButton, "rotationY", 0, 360).setDuration(3000).start();

}

Здесь мы также увидим эффект флипа без настройки анимационных эффектов, будет простая анимация переворачивания, вполне пригодная для использования.

Можно создать универсальный метод для применения анимации у нужного компонента.

public void flipOnVertical(View view) {

View image = findViewById(R.id.imageView);

ObjectAnimator animator = ObjectAnimator.ofFloat(image, "rotationY", 0.0f,

360.0f);

animator.setDuration(500);

animator.start();

}

Статичный метод **ofFloat()** возвращает объект **ObjectAnimator**. В первом параметре метода нужно указать объект, к которому будет применена анимация. Во втором указывается характер анимации. В данном случае указан поворот вокруг оси Y. Последние два параметра задают начальное и конечные значения анимации. Наша картинка сделает полный оборот и вернётся в исходное состояние.

Орёл или решка (новая версия)

В статье про [ScaleAnimation](http://developer.alexanderklimov.ru/android/animation/scaleanimation.php) был показан пример переворачивания монеты. Перепишем код с использованием **ObjectAnimator**. Разметку можно оставить прежнюю:

<?xml version="1.0" encoding="utf-8"?>

<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent" >

<ImageView

android:id="@+id/flip\_image"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:layout\_centerInParent="true"

android:onClick="onClick" />

</RelativeLayout>

Код будет следующим:

package ru.alexanderklimov.flipcoins;

import ...

public class MainActivity extends Activity {

boolean isHeads;

ObjectAnimator flipper, flipper2;

Bitmap headsImage, tailsImage;

ImageView flipImage;

/\*\* Called when the activity is first created. \*/

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_test);

setTitle("ScaleAnimation");

headsImage = BitmapFactory.decodeResource(getResources(),

R.drawable.moneycat1);

tailsImage = BitmapFactory.decodeResource(getResources(),

R.drawable.moneycat3);

flipImage = (ImageView) findViewById(R.id.flip\_image);

flipImage.setImageBitmap(headsImage);

isHeads = true;

flipper = ObjectAnimator.ofFloat(flipImage, "rotationY", 0f, 180f);

flipper.setDuration(3000);

flipper.addUpdateListener(new AnimatorUpdateListener() {

@Override

public void onAnimationUpdate(ValueAnimator animation) {

if (animation.getAnimatedFraction() >= 0.50f && isHeads) {

flipImage.setImageBitmap(tailsImage);

isHeads = false;

}

}

});

flipper2 = ObjectAnimator.ofFloat(flipImage, "rotationY", -180f, 0f);

flipper2.setDuration(3000);

flipper2.addUpdateListener(new AnimatorUpdateListener() {

@Override

public void onAnimationUpdate(ValueAnimator animation) {

if (animation.getAnimatedFraction() >= 0.50f && !isHeads) {

flipImage.setImageBitmap(headsImage);

isHeads = true;

}

}

});

}

public void onClick(View v) {

if(isHeads){

flipper.start();

}

else{

flipper2.start();

}

}

}

Я создал две отдельные анимации вращения на 180 градусов. Единственное, что мне пришлось изменить - поменять изображение обратной стороны монеты на зеркальную копию, так как во время работы приложения ImageView переворачивается и картинка оказывается перевёрнутой. Поэтому на экране мы увидим картинку в нормальном виде. А также показал реализацию слушателя при анимации.

Переворачиваемся снова - rotationX

Точно также можно переворачивать объекты по оси X. Добавим на экран несколько элементов и каждому присвоим обработку щелчка.

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:id="@+id/linearLayout"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:paddingBottom="@dimen/activity\_vertical\_margin"

android:paddingLeft="@dimen/activity\_horizontal\_margin"

android:paddingRight="@dimen/activity\_horizontal\_margin"

android:paddingTop="@dimen/activity\_vertical\_margin"

android:orientation="vertical"

tools:context=".MainActivity">

<TextView

android:id="@+id/textView"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:text="Коты всегда приземляются на лапы"

android:textSize="28dp"

android:textStyle="bold" />

<Button

android:id="@+id/button"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Перевернуть"

android:layout\_marginTop="16dp" />

<ImageView

android:id="@+id/imageView"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:src="@drawable/ic\_launcher\_cat"

android:layout\_gravity="center\_horizontal"

android:layout\_marginTop="16dp" />

</LinearLayout>

Код для класса активности.

// Если этот код работает, его написал Александр Климов,

// а если нет, то не знаю, кто его писал.

package ru.alexanderklimov.testapplication;

import android.animation.ObjectAnimator;

import android.os.Bundle;

import android.support.v7.app.ActionBarActivity;

import android.view.View;

import android.widget.Button;

import android.widget.ImageView;

import android.widget.LinearLayout;

import android.widget.TextView;

public class MainActivity extends ActionBarActivity {

private LinearLayout mLinearLayout;

private TextView mTextView;

private Button mButton;

private ImageView mImageView;

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

mLinearLayout = (LinearLayout) findViewById(R.id.linearLayout);

mLinearLayout.setOnClickListener(onClickListener);

mTextView = (TextView) findViewById(R.id.textView);

mTextView.setOnClickListener(onClickListener);

mButton = (Button) findViewById(R.id.button);

mButton.setOnClickListener(onClickListener);

mImageView = (ImageView) findViewById(R.id.imageView);

mImageView.setOnClickListener(onClickListener);

}

View.OnClickListener onClickListener = new View.OnClickListener() {

@Override

public void onClick(View view) {

ObjectAnimator flipAnimator = ObjectAnimator.ofFloat(view, "rotationX", 0f, 360f);

flipAnimator.setDuration(3000);

flipAnimator.start();

}

};

}

С ног на голову - rotation

Если использовать свойство **rotation**, то вращение будет вокруг своей оси. В предыдущем пример достаточно убрать один символ. Но я ещё изменил поворот на 180 градусов, чтобы оправдать заголовок.

View.OnClickListener onClickListener = new View.OnClickListener() {

@Override

public void onClick(View view) {

ObjectAnimator rotateAnimator = ObjectAnimator.ofFloat(view, "rotation", 0f, 180f);

rotateAnimator.setDuration(3000);

rotateAnimator.start();

}

};

Изменяем фон - backgroundColor

Можно менять фон. Добавим **ImageView** и будем менять его фон динамически через свойство **backgroundColor**.

public void onClick(View v) {

int colorStart = 0xFFFF8080;

int colorEnd = 0xFF4080FF;

ValueAnimator animator = ObjectAnimator.ofInt(

mImageView, "backgroundColor", colorStart, colorEnd);

animator.setDuration(3000);

animator.setEvaluator(new ArgbEvaluator());

animator.setRepeatCount(ValueAnimator.INFINITE);

animator.setRepeatMode(ValueAnimator.REVERSE);

animator.start();

}

Нажав на кнопку, вы увидите, как фон за изображением будет постоянно меняться между двумя определёнными значениями. Класс **ValueAnimator**является подмножеством **ObjectAnimator**.

Этот же эффект через XML. Создадим файл **res/animator/background\_animator.xml**:

<set>

<objectAnimator

android:propertyName="backgroundColor"

android:duration="3000"

android:valueFrom="#FFFF8080"

android:valueTo="#FF4080FF"

android:repeatCount="-1"

android:repeatMode="reverse" />

</set>

Код:

AnimatorSet set = (AnimatorSet) AnimatorInflater.loadAnimator(this,

R.anim.background\_animator);

set.setTarget(mImageView);

set.start();

Набор анимаций AnimatorSet

Мы можем управлять сложной анимацией, которая должна выполняться одновременно или последовательно при помощи класса **AnimatorSet.Builder** с использованием **AnimatorSet**.

Создадим пример движения **ImageView** вдоль воображаемого треугольника. Простейшая разметка.

<FrameLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

tools:context=".MainActivity" >

<ImageView

android:id="@+id/imageView"

android:layout\_width="100dp"

android:layout\_height="100dp"

android:layout\_marginLeft="20dp"

android:layout\_marginTop="20dp"

android:cropToPadding="true"

android:onClick="onClick"

android:src="@drawable/ic\_android\_cat" />

</FrameLayout>

Мы задали размеры **ImageView** и разместили его в левом верхнем углу. Для определения щелчка определили атрибут **onClick**. Допустим, мы хотим сдвинуть компонент вниз из точки с y-координатой 20dp в точку 200dp, затем переместить вправо из точки с x-координатой 20dp в точку 200dp, и, наконец, вернуть компонент обратно в исходную точку, изменив обе координаты одновременно. Последнее движение будет идти по диагонали.

**ObjectAnimator** может работать одновременно только с одним свойством, поэтому для последнего движения по диагонали нам придётся создать две анимационных настройки. Таким образом нам придётся создать в общей сложности четыре объекта **ObjectAnimator** и запустить их через метод **startAnimation()**.

package ru.alexanderklimov.test;

// Если этот код работает, его написал Александр Климов,

// а если нет, то не знаю, кто его писал.

import android.animation.AnimatorSet;

import android.animation.ObjectAnimator;

import android.app.Activity;

import android.os.Bundle;

import android.view.View;

import android.view.animation.AccelerateDecelerateInterpolator;

import android.widget.ImageView;

public class MainActivity extends Activity {

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

}

public void onClick(View v) {

float scale = getResources().getDisplayMetrics().density;

ImageView catImageView = (ImageView) findViewById(R.id.imageView);

// Двигаемся вниз

ObjectAnimator objectAnimator1 = ObjectAnimator.ofFloat(catImageView, "y",

20.0f \* scale, 220.0f \* scale);

// Двигаемся вперед

ObjectAnimator objectAnimator2 = ObjectAnimator.ofFloat(catImageView, "x",

20.0f \* scale, 220.0f \* scale);

// Возвращаемся обратно

ObjectAnimator objectAnimator3 = ObjectAnimator.ofFloat(catImageView, "x",

220.0f \* scale, 20.0f \* scale);

ObjectAnimator objectAnimator4 = ObjectAnimator.ofFloat(catImageView, "y",

220.0f \* scale, 20.0f \* scale);

AnimatorSet animatorSet = new AnimatorSet();

animatorSet.play(objectAnimator1).before(objectAnimator2);

animatorSet.play(objectAnimator3).after(objectAnimator2);

animatorSet.play(objectAnimator3).with(objectAnimator4);

animatorSet.play(objectAnimator1).after(500);

animatorSet.setDuration(1000);

animatorSet.setInterpolator(new AccelerateDecelerateInterpolator());

animatorSet.start();

}

}

Вначале мы определяем плотность экрана и затем создаём четыре объекта **ObjectAnimator**, задействуя свойство **x** или **y**.

Далее следует объединить созданные объекты в один набор и указать последовательность. Вызывая метод **animatorSet.play()**, мы создаём объект **Builder**, указывая продолжительность и очерёдность.

Первый вызов **animatorSet.play(objectAnimator1)** создаёт объект **Builder** и добавляем анимацию к набору. Затем метод **before(objectAnimator2)**добавляет второй объект анимации и указывает, что первый объект должен проиграть свою анимацию перед вторым объектом. Также есть похожий метод **after()**, который позволяет проиграть анимацию после указанного объекта.

Чтобы две анимации выполнились одновременно, нужно вызвать метод **with()**, который позволил в нашем примере осуществить движение по диагонали.

Строка **animatorSet.play(objectAnimator1).after(500);** задаёт задержку для первого объекта анимации.

Код можно упростить, объединив вызовы методов в цепочку.

animatorSet.play(objectAnimator1).before(objectAnimator2).after(500);

animatorSet.play(objectAnimator3).after(objectAnimator2).with(objectAnimator4);

Подготовив набор, мы задаём продолжительность анимации (одна секунда) для каждого элемента набора (в итоге общая анимация составит три секунды) и запускаем.

Также вы можете указать продолжительность и интерполятор для каждого элемента набора.

objectAnimator1.setDuration(500);

objectAnimator2.setDuration(500);

objectAnimator1.setInterpolator(new AccelerateInterpolator());

objectAnimator2.setInterpolator(new DecelerateInterpolator());

// и т.д.

Стоит отметить интересный эффект, если использовать разные интерполяторы для одновременных анимаций. Например, при движении по диагонали картинка будет двигаться не прямой, по изогнутой кривой. Попробуйте сами.

...

AnimatorSet animatorSet = new AnimatorSet();

animatorSet.play(objectAnimator1).before(objectAnimator2).after(500);

animatorSet.play(objectAnimator3).after(objectAnimator2).with(objectAnimator4);

objectAnimator1.setDuration(500);

objectAnimator2.setDuration(500);

objectAnimator1.setInterpolator(new AccelerateInterpolator());

objectAnimator2.setInterpolator(new DecelerateInterpolator());

objectAnimator3.setDuration(1000);

objectAnimator4.setDuration(1000);

objectAnimator3.setInterpolator(new LinearInterpolator());

objectAnimator4.setInterpolator(new AccelerateDecelerateInterpolator());

animatorSet.start();

Объединять можно анимации и для разных объектов. Допустим, у нас есть два **ImageView** и нам нужно синхронно или последовательно воздействовать на них.

public void hideCats() {

ImageView cat1 = (ImageView) findViewById(R.id.imageView);

ImageView cat2 = (ImageView) findViewById(R.id.ImageView2);

ObjectAnimator animator1 = ObjectAnimator.ofFloat(cat1, "alpha", 1.0f,

1.0f, 0.25f, 0.75f, 0.15f, 0.5f, 0.0f);

ObjectAnimator animator2 = ObjectAnimator.ofFloat(cat2, "alpha", 0.0f,

1.0f, 0.0f, 0.75f, 0.0f, 0.5f, 0.0f);

AnimatorSet animatorSet = new AnimatorSet();

animatorSet.playTogether(animator1, animator2);

animatorSet.setDuration(5000);

animatorSet.setInterpolator(new LinearInterpolator());

animatorSet.start();

}

Анимация для двух изображений запускается одновременно, но у каждого компонента своя индивидуальная анимация.

Дополнительное чтение

[ObjectAnimator.Path.Lollipop](http://developer.alexanderklimov.ru/android/animation/objectanimator_lollipop.php) - в Android 5.0 добавился новый конструктор.

[Squash & Stretch](http://graphics-geek.blogspot.ru/2013/08/devbytes-squash-stretch.html) - кнопка падает, сплющивается, восстанавливает свою форму и возвращается обратно. Отличный пример создания реалистичной анимации. Там же можно скачать исходник.

[Cartoon Animation Techniques](http://graphics-geek.blogspot.ru/2013/08/devbytes-cartoon-animation-techniques.html) - продолжение предыдущего примера с дополнительными фишками. Там же есть исходники и видео.

На сайте Samsung я нашёл красивое приложение с настройками эффектов для ObjectAnimator. Первое текстовое поле поддерживает автодополнение и вы можете написать нужные имена эффектов и сразу же просмотреть анимацию. Кроме **ObjectAnimator**, программа позволяет переключиться в другие виды анимаций и поиграться с настройками.

[Animation Effects](http://developer.samsung.com/android/technical-docs/Animation-Effects). Там же можно скачать исходник.
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